**1. What is TestNG?**

TestNG in Selenium is **a Java testing framework, inspired by JUnit and NUnit**. It overcomes the constraints and disadvantages of JUnit. Its entire new set.. The suffix 'NG' stands for Next Generation, signifying the new functionalities that TestNG brings to the table.

**2. What are the types of annotations available in TestNG?**

* **@BeforeMethod**: This will be executed before every @test annotated method.
* **@AfterMethod:** This will be executed after every @test annotated method.
* **@BeforeClass:** This will be executed before first @Test method execution. It will be executed one only time throughout the test case.
* **@AfterClass:** This will be executed after all test methods in the current class have been run
* **@BeforeTest:** This will be executed before the first @Test annotated method. It can be executed multiple times before the test case.
* **@AfterTest**: A method with this annotation will be executed when all @Test annotated methods complete the execution of those classes inside the <test> tag in the TestNG.xml file.
* **@BeforeSuite**: It will run only once, before all tests in the suite are executed.
* **@AfterSuite:** A method with this annotation will run once after the execution of all tests in the suite is complete.
* **@BeforeGroups**: This method will run before the first test run of that specific group.
* **@AfterGroups**: This method will run after all test methods of that group complete their execution.

**3. What is TestNG Assert and list out some common Assertions supported by TestNG?**

Assertions in TestNG are **a way to verify that the expected result and the actual result matched or not**. If we could decide the outcome on different small methods using assertions in our test case, we can determine whether our test failed or passed overall.

There are two types of Assertion:-

1. Hard Assertions.
2. Soft assertions.

These are explained as following below.

**1. Hard Assertions :**   
When any assert statement fails this type of assertion throws an exception immediately and continues with the next test in the test suite.

Hard Assertion can be of following types:-

**1. assertEquals –**   
This is used to compare expected and actual values in the selenium webdriver. The assertion passes with no exception whenever the expected and actual values are same. But, if the actual and expected values are not same then assert fails with an exception and the test is marked as failed.

*Syntax :*

Assert.assertEquals(actual, expected);

**2. assertNotEquals –**   
This is just the opposite of assertEquals. The assertion passes with no exception whenever the expected and actual values are not same. But, if the actual and expected values are same then assert fails with an exception and the test is marked as failed.

*Syntax :*

Assert.assertNotEquals(actual, expected, message);

**3. assertTrue –**   
This type of assertion is used when you are checking if condition is true. That is when we are dealing with boolean values this assertion is used. Whenever test case passes it returns true and if condition is false then it skips the current method and jumps to next.

*Syntax :*

Assert.assertTrue(condition);

**4. assertFalse –**   
It checks if value returned is false or not. Whenever test case passes it aborts the method and gives an exception.

*Syntax :*

Assert.assertFalse(condition);

**5. assertNull –**   
This assertion checks if the object is null or not. It aborts the test if object is null and gives an exception.

*Syntax :*

Assert.assertNull(object);

**6. assertNotNull –**   
This assertion checks if object is null or not. It aborts the test if object is not null that is if object is having any value and gives an exception.

*Syntax :*

Assert.assertNotNull(object);

**2. Soft Assertion :**   
These types of Assertions are the type of assertions do not throw an exception when an assertion fails and continues with the next step after the assert statement.

**4. How to create and run TestNG.xml?**

**Steps to create TestNG XML file**

**Step 1: Create testng xml file**

i. Right click on Project folder, go to **New** and select ‘**File**‘ as shown in below image.

ii. In New file wizard, add file name as ‘**testng xml**‘ as shown in below given image and click on **Finish**button.

iii. It will add **testng xml** file under your project folder.

**Step 2 : Write xml code:**

i. Now add below given code in your testng xml file.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | <suite name="softwaretestingmaterial">  <test name="testngTest">  <classes>  <class name="softwareTestingMaterial.STMTestNGClass" />  </classes>  </test>  </suite> |

**Note:** You can choose any name for your Test Suite & Test Name as per your need.

ii. After giving appropriate names, now your testng xml file will looks like this:

The hierarchy in the testng xml file is very simple to understand.

Very first tag is the Suite tag<suite>, under that it is the Test tag<test> and then the Class tag<classes>. You can give any name to the suite and the test but you need to provide the correct name to the <classes> tag which is a combination of your **Package** name and **Test Case** name.

eg. **Package Name** is “softwareTestingMaterial”, **Test Case Name** is “STMTestNGClass”. So the C**lass Name** should be softwareTestingMaterial.STMTestNGClass

**Step 3 : Execute a testng xml**

Now let’s run the xml. Run the test by right click on the testng xml file and select **Run As** > **TestNG Suite**.

Once the execution is done, you could view test result under the TestNg console.

**5. How to set test case priority in TestNG?**

What is test Priority in TestNG?

In TestNG, Priority is an attribute that helps the users define the order in which they want the test cases to be executed.

When you have multiple test cases and want them to run in a particular order, you can use the Priority attribute to set test priority in TestNG. The test cases get executed following an ascending order in the priority list, and hence, test cases with lower priority will always get executed first.

**Syntax for using test Priority in TestNG**

To set test case priority in TestNG, we need to add annotation as **@Test (priority=X)**. In the below-shown example, we have given a priority of 1 to the test case.
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|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | @Test(priority = 1)  public void myTestCaseWithPriority() {     try {         System.out.println("I am in my first testcase with priority=1");     } catch (Exception e) {     }  } |

**6. What is Parameterized testing in TestNG?**

**Parameterized tests** allow developers to run the same test over and over again using different values.

TestNG lets you pass parameters directly to your test methods in two different ways −

* With testng.xml
* With Data Providers

**7. How to run a group of test cases using TestNG?**

Groups in TestNG are specified in testng. xml under the <suite> or <test> tag. Groups under the <suite> tag apply to all the tests included under the <test> tag in that particular <suite>. To group tests in the source code, you have to **use the @groups attribute of the @Test annotation**

**8. What is the use of @Listener annotation in TestNG?**

@Listeners annotation **defines listeners on a test class**. @Listeners annotated method listens to certain events and keep track of test execution while performing some action at every stage of test execution.

**9. How can we create a data-driven framework using TestNG?**

**Step 1**: Go to the Eclipse IDE and create a project. Add all the dependencies for [TestNG](https://www.browserstack.com/automate/testng), Selenium and Apache POI.

**Step 2**: Create a class file to write the functionality.

import org.openqa.selenium.By;

import org.testng.Assert;

import org.testng.annotations.AfterMethod;

import org.testng.annotations.DataProvider;

import org.testng.annotations.Test;

public class ExcelExample{

@Test(dataProvider="testdata")

public void demoClass(String username, String password) throws InterruptedException {

System.setProperty("webdriver.chrome.driver", "Path of Chrome Driver");

Webdriver driver = new ChromeDriver();

driver.get("<a href="https://www.browserstack.com/users/sign\_in</a>");

driver.findElement(By.name("user[login]")).sendKeys(username);

driver.findElement(By.name("user[password]")).sendKeys(password);

driver.findElement(By.name("commit")).click();

Thread.sleep(5000);

Assert.assertTrue(driver.getTitle().matches("BrowserStack Login | Sign Into The Best Mobile & Browser Testing Tool"), "Invalid credentials");

System.out.println("Login successful");

}

@AfterMethod

void ProgramTermination() {

driver.quit();

}

@DataProvider(name="testdata")

public Object[][] testDataExample(){

ReadExcelFile configuration = new ReadExcelFile("Path\_of\_Your\_Excel\_File");

int rows = configuration.getRowCount(0);

Object[][]signin\_credentials = new Object[rows][2];

for(int i=0;i<rows;i++)

{

signin\_credentials[i][0] = config.getData(0, i, 0);

signin\_credentials[i][1] = config.getData(0, i, 1);

}

return signin\_credentials;

}

}

In the above code, there is a “TestDataExample() method” in which the user has created an object instance of another class named “ReadExcelFile”. The user has mentioned the path to the excel file. The user has further defined a *for loop* to retrieve the text from the excel workbook. But to fetch the data from the excel file, one needs to write a class file for the same.

import java.io.File;

import java.io.FileInputStream;

import org.apache.poi.xssf.usermodel.XSSFSheet;

import org.apache.poi.xssf.usermodel.XSSFWorkbook;

public class ReadExcelFile{

XSSFWorkbook work\_book;

XSSFSheet sheet;

public ReadExcelFile(String excelfilePath) {

try {

File s = new File(excelfilePath);

FileInputStream stream = new FileInputStream(s);

work\_book = new XSSFWorkbook(stream);

}

catch(Exception e) {

System.out.println(e.getMessage());

}

}

public String getData(int sheetnumber, int row, int column){

sheet = work\_book.getSheetAt(sheetnumber);

String data = sheet.getRow(row).getCell(column).getStringCellValue();

return data;

}

public int getRowCount(int sheetIndex){

int row = work\_book.getSheetAt(sheetIndex).getLastRowNum();

row = row + 1;

return row;

}

In the code above, the user has used Apache POI libraries to fetch the data from the excel file. Next, it will point to the data present in the excel file and then enter the relevant username and password to the sign in page.

**Note**: The same thing can be done using a Data provider in TestNG. But to fetch the data from the Excel sheet, the user needs Apache POI jar files.

**Note**: Please enter one valid credential to test.

**10.Mention types of data you have handled in Selenium?**

**12.What are the advantages of TestNG?**

* It generate logs.
* You can do parallel testing.
* Annotations helps to set program/function priority easy.
* Allow to generate HTML report of execution.
* You can group test cases.
* You can set test cases priorities.
* You can do data Parameterization.

**13.What is the importance of testng.xml file?**

* Test cases are executed in groups.
* Test methods can be included or excluded in the execution.
* The execution of multiple test cases from multiple java class files can be triggered.
* Comprises names of the folder, class, method.
* Capable of triggering parallel execution.
* Test methods belonging to groups can be included or excluded in the execution.

**14.How to pass parameter through testng.xml file to a test case?**

## Passing Parameters with *testng.xml*

With this technique, you define the simple parameters in the *testng.xml* file and then reference those parameters in the source files. Let us have an example to demonstrate how to use this technique to pass parameters.

### Create Test Case Class

* Create a java test class, say, ParameterizedTest1.java.
* Add test method parameterTest() to your test class. This method takes a string as input parameter.
* Add the annotation *@Parameters("myName")* to this method. The parameter would be passed a value from testng.xml, which we will see in the next step.

Create a java class file named **ParameterizedTest1.java** in **/work/testng/src**.

import org.testng.annotations.Parameters;

import org.testng.annotations.Test;

public class ParameterizedTest1 {

@Test

@Parameters("myName")

public void parameterTest(String myName) {

System.out.println("Parameterized value is : " + myName);

}

}

### Create testng.xml

Create testng.xml in **/work/testng/src** to execute test case(s).

<?xml version = "1.0" encoding = "UTF-8"?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd" >

<suite name = "Suite1">

<test name = "test1">

<parameter name = "myName" value="manisha"/>

<classes>

<class name = "ParameterizedTest1" />

</classes>

</test>

</suite>

We can also define the parameters at the <suite> level. Suppose we have defined *myName* at both <suite> and <test> levels. In such cases, regular scoping rules apply. It means that any class inside <test> tag will see the value of parameter defined in <test>, while the classes in the rest of the testng.xml file will see the value defined in <suite>.

Compile the test case class using javac.

/work/testng/src$ javac ParameterizedTest1.java

Now, run testng.xml, which will run the *parameterTest* method. TestNG will try to find a parameter named *myName* first in the <test> tag, and then, if it can’t find it, it searches in the <suit> tag that encloses it.

/work/testng/src$ java org.testng.TestNG testng.xml

Verify the output.

Parameterized value is : manisha

===============================================

Suite1

Total tests run: 1, Failures: 0, Skips: 0

===============================================

TestNG will automatically try to convert the value specified in testng.xml to the type of your parameter. Here are the types supported −

* String
* int/Integer
* boolean/Boolean
* byte/Byte
* char/Character
* double/Double
* float/Float
* long/Long
* short/Short

## Passing Parameters with *Dataproviders*

When you need to pass complex parameters or parameters that need to be created from Java (complex objects, objects read from a property file or a database, etc.), parameters can be passed using Dataproviders.

A Data Provider is a method annotated with **@DataProvider**. This annotation has only one string attribute: its name. If the name is not supplied, the data provider’s name automatically defaults to the method’s name. A data provider returns an array of objects.

The following examples demonstrate how to use data providers. The first example is about @DataProvider using Vector, String, or Integer as parameter, and the second example is about @DataProvider using object as parameter.

### Example 1

Here, the @DataProvider passes Integer and Boolean as parameter.

**Create Java class**

Create a java class called PrimeNumberChecker.java. This class checks if the number is prime. Create this class in **/work/testng/src**.

public class PrimeNumberChecker {

public Boolean validate(final Integer primeNumber) {

for (int i = 2; i < (primeNumber / 2); i++) {

if (primeNumber % i == 0) {

return false;

}

}

return true;

}

}

**Create Test Case Class**

* Create a java test class, say, **ParamTestWithDataProvider1.java** in **/work/testng/src**.
* Define the method primeNumbers(), which is defined as a Data provider using the annotation. This method returns an array of objects.
* Add the test method testPrimeNumberChecker() to your test class. This method takes an Integer and Boolean as input parameters. This method validates if the parameter passed is a prime number.
* Add the annotation *@Test(dataProvider = "test1")* to this method. The attribute dataProvider is mapped to "test1".

Following are the contents of **ParamTestWithDataProvider1.java**.

import org.testng.Assert;

import org.testng.annotations.BeforeMethod;

import org.testng.annotations.DataProvider;

import org.testng.annotations.Test;

public class ParamTestWithDataProvider1 {

private PrimeNumberChecker primeNumberChecker;

@BeforeMethod

public void initialize() {

primeNumberChecker = new PrimeNumberChecker();

}

@DataProvider(name = "test1")

public static Object[][] primeNumbers() {

return new Object[][] {{2, true}, {6, false}, {19, true}, {22, false}, {23, true}};

}

// This test will run 4 times since we have 5 parameters defined

@Test(dataProvider = "test1")

public void testPrimeNumberChecker(Integer inputNumber, Boolean expectedResult) {

System.out.println(inputNumber + " " + expectedResult);

Assert.assertEquals(expectedResult, primeNumberChecker.validate(inputNumber));

}

}

**Create testng.xml**

Create a testng.xml **/work/testng/src** to execute Test case(s).

<?xml version = "1.0" encoding = "UTF-8"?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd" >

<suite name = "Suite1">

<test name = "test1">

<classes>

<class name = "ParamTestWithDataProvider1" />

</classes>

</test>

</suite>

Compile the Test case class using javac.

/work/testng/src$ javac ParamTestWithDataProvider1.java PrimeNumberChecker.java

Now, run testng.xml.

/work/testng/src$ java org.testng.TestNG testng.xml

Verify the output.

2 true

6 false

19 true

22 false

23 true

===============================================

Suite1

Total tests run: 5, Failures: 0, Skips: 0

**15.What is exception test in TestNG?**

TestNG provides an option of tracing the exception handling of code. You can test whether a code throws a desired exception or not. Here the **expectedExceptions** parameter is used along with the @Test annotation.

**16. How to create Group of Groups in TestNG?**

Groups in Groups

We can also specify a group within another group. The groups which are defined in another groups are known as Meta Groups.

**Let's understand through an example:**

**Step 1:** Open the Eclipse.

**Step 2:** We create a java project named as "**Groups\_in\_Groups**".

**Groups\_in\_Groups.java**

1. **package** com.javatpoint;
2. **import** org.testng.annotations.Test;
3. **public** **class** Groups\_in\_Groups
4. {
5. @Test(groups= {"Smoke"})
6. **public** **void** test1()
7. {
8. System.out.println("test1");
9. }
10. @Test(groups= {"Regression"})
11. **public** **void** test2()
12. {
13. System.out.println("test2");
14. }
15. @Test
16. **public** **void** test3()
17. {
18. System.out.println("test3");
19. }}

**Step 3:** Now we create a testng.xml file where we configure the above class.

**testng.xml file**

1. <?xml version="1.0" encoding="UTF-8"?>
2. <!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">
3. <suite name="test\_suite">
4. <test name="Groups in Groups">
5. <groups>
6. <define name="Group 1">
7. <include name="Smoke"/>
8. <include name="Regression"/>
9. </define>
10. <run>
11. <include name="Group 1"/>
12. </run>
13. </groups>
14. <classes>
15. <**class** name="com.javatpoint.Groups\_in\_Groups"/>
16. </classes>
17. </test> <!-- Test -->
18. </suite> <!-- Suite -->

In the above xml file, we define a new group within another group named as "Group 1" and we have include those test cases which are tagged with "Smoke" and "Regression".

**Step 4:** Run the testng.xml file.

**Output**
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**17.How to run test cases in parallel using TestNG?**

TestNG allows to run tests parallelly or in separate threads in following ways:

* **Parallel suites:**If you are running several suite files (e.g. testng1.xml testng2.xml"), and you want each of these suites to be run in a separate thread. Use the following command line flag to specify the size of a thread pool:
* java org.testng.TestNG -suitethreadpoolsize 3 testng1.xml testng2.xml testng3.xml

* **Parallel tests, classes and methods:**Use *parallel* attribute on the*<suite>* tag respectively (for methods,test,classes, instances).
* <suite name="My suite" parallel="methods" thread-count="5">

<suite name="My suite" parallel="tests" thread-count="5">

<suite name="My suite" parallel="classes" thread-count="5">

<suite name="My suite" parallel="instances" thread-count="5">

Parallel testing is used heavily with Selenium because of the importance of cross-browser testing. With so many browsers in market today with a different version, create a browser matrix and run the tests parallelly. This will save us lot of time and other resources.

## Create testng.xml

Create testng.xml in **/work/testng/src** to execute test case(s).

<?xml version = "1.0" encoding = "UTF-8"?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">

<suite name = "Parallel Testing Suite">

<test name = "Parallel Tests" parallel = "methods">

<classes>

<class name = "TestParallel" />

</classes>

</test>

</suite>

Compile the TestParallel class using javac.

/work/testng/src$ javac TestParallel.java

Now, run testng.xml.

/work/testng/src$ java org.testng.TestNG testng.xml

Verify the output.

Inside method1()

Inside method2()

===============================================

Parallel Testing Suite

Total tests run: 2, Passes: 2, Failures: 0, Skips: 0

===============================================

**18.How to exclude a particular test method from a test case execution?**

You can disable or exclude the test cases by **using the enable attribute to the @Test annotation and assign False value to the enable attribute**.

**19..How to exclude a particular test group from a test case execution?**

**In TestNG, test cases can be disabled in two ways:**

* You can disable the test case in a @Test annotation.
* You can disable the test case in the XML file.

## TestNG @Test enable parameter

You can disable or exclude the test cases by using the enable attribute to the @Test annotation and assign False value to the enable attribute.

1. **package** day1;
2. **import** org.testng.annotations.Test;
4. **public** **class** module1
5. {
6. @Test(enabled=**false**)
7. **public** **void** test1()                                          // First test case
8. {
9. System.out.println("Hello javaTpoint!!");
10. }
12. @Test
13. **public** **void** test2()                                          // Second test case
14. {
15. System.out.println("JTP Travels");
16. }}

In the above code, we created two test cases, i.e., test1() and test2(), and we disable the first test case by assigning the **False** value to the enable attribute. On disabling the first test case, the only second test case will run.

**Output**

![Exclude/Include test cases](data:image/png;base64,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)

In the above output, we observe that only the second test case run without any failure.

**20.How to disable a test case in TestNG ?**

Sometimes, it happens that our code is not ready and the test case written to test that method/code fails. In such cases, **annotation @Test(enabled = false)** helps to disable this test case. If a test method is annotated with @Test(enabled = false), then the test case that is not ready to test is bypassed.

**In TestNG, test cases can be disabled in two ways:**

* You can disable the test case in a @Test annotation.
* You can disable the test case in the XML file.

## TestNG @Test enable parameter

You can disable or exclude the test cases by using the enable attribute to the @Test annotation and assign False value to the enable attribute.

**Let's understand through an example:**
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1. **package** day1;
2. **import** org.testng.annotations.Test;
4. **public** **class** module1
5. {
6. @Test(enabled=**false**)
7. **public** **void** test1()                                          // First test case
8. {
9. System.out.println("Hello javaTpoint!!");
10. }
12. @Test
13. **public** **void** test2()                                          // Second test case
14. {
15. System.out.println("JTP Travels");
16. }}

In the above code, we created two test cases, i.e., test1() and test2(), and we disable the first test case by assigning the **False** value to the enable attribute. On disabling the first test case, the only second test case will run.

**Output**
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In the above output, we observe that only the second test case run without any failure.

### Disable the enable attribute in the XML file.

**Step1:** Till now, we have created the test cases of the Personal loan department.

**module1.java**

1. **package** day1;
2. **import** org.testng.annotations.Test;
4. **public** **class** module1
5. {
6. @Test
7. **public** **void** test1()
8. {
9. System.out.println("Hello javaTpoint!!");
10. }
12. @Test
13. **public** **void** test2()
14. {
15. System.out.println("JTP Travels");
16. }}

**module2.java**

1. **package** day1;
3. **import** org.testng.annotations.Test;
5. **public** **class** module2
6. {
7. @Test
8. **public** **void** WebLoginCarLoan()
9. {
10. System.out.println("WebLoginCarLoan");
11. }
12. @Test
13. **public** **void** MobileLoginCarLoan()
14. {
15. System.out.println("MobileLoginCarLoan");
16. }
17. @Test
18. **public** **void** APILoginCarLoan()
19. {
20. System.out.println("APILoginCarLoan");
21. }
23. }

**module1.java** contains the test cases of Personal loan while **module2.java** contains the test cases of a car loan.

**Step 2:** If we want to disable the MobileLoginCarLoan test case in car loan module, then we need to add the <method> tag in xml file which has access to all the methods of a class.

1. <?xml version="1.0" encoding="UTF-8"?>
2. <!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">
3. <suite name="loan\_department">
4. <test name="Personal\_loan">
5. <classes>
6. <**class** name="day1.module1"/>
7. </classes>
8. </test> <!-- Test -->
9. <test name="Car\_loan">
10. <classes>
11. <**class** name="day1.module2">
12. <methods>
13. <exclude name = "MobileLoginCarLoan"/>
14. </methods>
15. </**class**>
16. </classes>
17. </test>
18. </suite> <!-- Suite -->

**Step 3:** Run the **testng.xml** file. Right click on the **testng.xml** file, and move the cursor down, you will see the **Run As** and then click on the **1 TestNG Suite**.
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**Output**

![Exclude/Include test cases](data:image/png;base64,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)

In the above output, we observe that all the test cases run successfully except the test case "**MobileLoginCarLoan**" which we have excluded.

#### Note: Suppose we have multiple test cases and you want to include only one or two test cases, in such situation, we use <include> tag. If we use the <exclude> tag, then it becomes very tedious to exclude all the test cases.

**Let's understand through an example of <include> tag.**

**test.java file**

1. **package** day1;
3. **import** org.testng.annotations.Test;
5. **public** **class** test
6. {
7. @Test
8. **public** **void** test1()
9. {
10. System.out.println("test1");
11. }
13. @Test
14. **public** **void** test2()
15. {
16. System.out.println("test2");
17. }
19. @Test
20. **public** **void** test3()
21. {
22. System.out.println("test3");
24. }
25. @Test
26. **public** **void** test4()
27. {
28. System.out.println("test3");
29. }
30. }

**testng.xml file**

1. <?xml version="1.0" encoding="UTF-8"?>
2. <!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">
3. <suite name="test\_suite">
4. <test name="test">
5. <classes>
6. <**class** name="day1.test">
7. <methods>
8. <include name="test3"/>
9. </methods>
10. </**class**>
11. </classes>
12. </test> <!-- Test -->
14. </suite> <!-- Suite -->

**Output**

![Exclude/Include test cases](data:image/png;base64,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)

In the above output, we observe that only one test case is running, i.e., test3 as we have included only test3 in <include> tag in an XML file.

**21.How to skip a @Test method from execution in TestNG?**

TestNG supports multiple ways to skip or ignore a **@Test** execution. Based on requirement, the user can skip a complete test without executing it at all or skip a test based on a specific condition. If the condition meets at the time of execution, it skips the remaining code in the test.

One can use the following ways to skip a **@Test** execution −

* Use the parameter **enabled=false** at **@Test**. By default, this parameter is set as True.
* Use **throw new SkipException(String message)** to skip a test.
* **Conditional Skip** − User can have a condition check. If the condition is met, it will throw a **SkipException** and skip the rest of the code.

In this article, we will illustrate how to skip a test in a class using the above three ways.

### Approach/Algorithm to solve this problem

* **Setp 1** − Create a TestNG class, **NewTestngClass**
* **Setp 2** − Write three different @Test methods in the class **NewTestngClass**, as shown in the programming code section.

**1st @Test Method** It is **enabled=false**. It won’t execute at all and TestNG ignores it completely at runtime. Even in consolidated run details, it doesn’t consider it, so only two tests will be executed.

**2nd @Test Method** It throws **SkipException**. TestNG will print the first line of code and skip the rest as soon as it reaches to **SkipExecution** code.

**3rd @Test Method**

It is conditional skip. The code checks whether the **DataAvailable** parameter is True or False. If it is False, it throws the **SkipException** and skips the test. But, if **DataAvailable** is True, it won’t throw the **SkipException** and continue the execution.

* **Step 3** − Create the **testNG.xml** as given below to run the TestNG classes.
* **Step 4** − Finally, run the **testNG.xml** or directly testNG class in IDE or compile and run it using command line.

## Example

Use the following code for the common TestNG class, **NewTestngClass**

### src/ NewTestngClass.java

import org.testng.SkipException;

import org.testng.annotations.Test;

public class NewTestngClass {

@Test(enabled=false)

public void testcase1(){

System.out.println("Testcase 1 - Not executed");

}

@Test

public void testcase2(){

System.out.println("Testcase 2 - skip exception example");

throw new SkipException("Skipping this exception");

}

@Test

public void testcase3(){

boolean DataAvailable=false;

System.out.println("Test Case3 - Conditional Skip");

if(!DataAvailable)

throw new SkipException("Skipping this exception");

System.out.println("Executed Successfully");

}

}

### testng.xml

This is a configuration file that is used to organize and run the TestNG test cases. It is very handy when limited tests are needed to execute rather than the full suite.

<?xml version = "1.0" encoding = "UTF-8"?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd" >

<suite name = "Suite1">

<test name = "test1">

<classes>

<class name = "NewTestngClass"/>

</classes>

</test>

</suite>

### Output

Testcase 2 - skip exception example

Test ignored.

Test Case3 - Conditional Skip

Test ignored.

===============================================

Suite1

Total tests run: 2, Passes: 0, Failures: 0, Skips: 2

===============================================

**22.How to Ignore a test case in TestNG?**

Sometimes, it happens that our code is not ready and the test case written to test that method/code fails. In such cases, annotation **@Test(enabled = false)** helps to disable this test case.

If a test method is annotated with *@Test(enabled = false)*, then the test case that is not ready to test is bypassed.

Now, let's see @Test(enabled = false) in action.

## Create a Class

Create a java class to be tested, say, **MessageUtil.java** in **/work/testng/src**.

/\*

\* This class prints the given message on console.

\*/

public class MessageUtil {

private String message;

//Constructor

//@param message to be printed

public MessageUtil(String message) {

this.message = message;

}

// prints the message

public String printMessage() {

System.out.println(message);

return message;

}

// add "Hi!" to the message

public String salutationMessage() {

message = "Hi!" + message;

System.out.println(message);

return message;

}

}

## Create Test Case Class

* Create a java test class, say, **IgnoreTest.java** in **/work/testng/src**.
* Add test methods, testPrintMessage(), and, testSalutationMessage(), to your test class.
* Add an Annotation @Test(enabled = false) to the method testPrintMessage().

Following are the contents of **IgnoreTest.java**.

import org.testng.Assert;

import org.testng.annotations.Test;

public class IgnoreTest {

String message = "Manisha";

MessageUtil messageUtil = new MessageUtil(message);

@Test(enabled = false)

public void testPrintMessage() {

System.out.println("Inside testPrintMessage()");

message = "Manisha";

Assert.assertEquals(message, messageUtil.printMessage());

}

@Test

public void testSalutationMessage() {

System.out.println("Inside testSalutationMessage()");

message = "Hi!" + "Manisha";

Assert.assertEquals(message, messageUtil.salutationMessage());

}

}

## Create testng.xml

Create testng.xml in **/work/testng/src** to execute test case(s).

<?xml version = "1.0" encoding = "UTF-8"?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd" >

<suite name = "Suite1">

<test name = "test1">

<classes>

<class name = "IgnoreTest" />

</classes>

</test>

</suite>

Compile the MessageUtil and test case classes using javac.

/work/testng/src$ javac MessageUtil.java IgnoreTest.java

Now, run the testng.xml, which will not run testPrintMessage() the test case defined in provided the Test Case class.

/work/testng/src$ java org.testng.TestNG testng.xml

Verify the output. testPrintMessage() test case is not tested.

Inside testSalutationMessage()

Hi!Manisha

===============================================

Suite1

Total tests run: 1, Failures: 0, Skips: 0

===============================================

**23.How TestNG allows to state dependencies?**

TestNG allows you to specify dependencies either with −

* Using attribute *dependsOnMethods* in @Test annotations, OR.
* Using attribute *dependsOnGroups* in @Test annotations.

## Example Using *dependsOnMethods*

### Create a Class

Create a java class to be tested, say, **MessageUtil.java** in **/work/testng/src**.

public class MessageUtil {

private String message;

// Constructor

// @param message to be printed

public MessageUtil(String message) {

this.message = message;

}

// prints the message

public String printMessage() {

System.out.println(message);

return message;

}

// add "Hi!" to the message

public String salutationMessage() {

message = "Hi!" + message;

System.out.println(message);

return message;

}

}

### Create Test Case Class

* Create a java test class, say, DependencyTestUsingAnnotation.java in **/work/testng/src**.
* Add test methods, testPrintMessage() and testSalutationMessage(), and initEnvironmentTest(), to your test class.
* Add attribute **dependsOnMethods = {"initEnvironmentTest"}** to the @Test annotation of **testSalutationMessage()** method.

Following are the **DependencyTestUsingAnnotation.java** contents.

import org.testng.Assert;

import org.testng.annotations.Test;

public class DependencyTestUsingAnnotation {

String message = "Manisha";

MessageUtil messageUtil = new MessageUtil(message);

@Test

public void testPrintMessage() {

System.out.println("Inside testPrintMessage()");

message = "Manisha";

Assert.assertEquals(message, messageUtil.printMessage());

}

@Test(dependsOnMethods = { "initEnvironmentTest" })

public void testSalutationMessage() {

System.out.println("Inside testSalutationMessage()");

message = "Hi!" + "Manisha";

Assert.assertEquals(message, messageUtil.salutationMessage());

}

@Test

public void initEnvironmentTest() {

System.out.println("This is initEnvironmentTest");

}

}

### Create testng.xml

Create testng.xml in **/work/testng/src** to execute test case(s).

<?xml version = "1.0" encoding = "UTF-8"?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd" >

<suite name = "Suite1">

<test name = "test1">

<classes>

<class name = "DependencyTestUsingAnnotation" />

</classes>

</test>

</suite>

Compile the MessageUtil, Test case classes using javac.

/work/testng/src$ javac MessageUtil.java DependencyTestUsingAnnotation.java

Now, run the testng.xml, which will run the testSalutationMessage() method only after the execution of initEnvironmentTest() method.

/work/testng/src$ java org.testng.TestNG testng.xml

Verify the output.

This is initEnvironmentTest

Inside testPrintMessage()

Manisha

Inside testSalutationMessage()

Hi!Manisha

===============================================

Suite1

Total tests run: 3, Failures: 0, Skips: 0

===============================================

## Example Using *dependsOnGroups*

You can also have methods that depend on entire groups. Let's have an example to demonstrate this.

### Create a Class

Create a java class to be tested, say, **MessageUtil.java** in **/work/testng/src**.

public class MessageUtil {

private String message;

// Constructor

// @param message to be printed

public MessageUtil(String message) {

this.message = message;

}

// prints the message

public String printMessage() {

System.out.println(message);

return message;

}

// add "Hi!" to the message

public String salutationMessage() {

message = "Hi!" + message;

System.out.println(message);

return message;

}

}

### Create Test Case Class

* Create a java test class, say, DependencyTestUsingAnnotation.java.
* Add test methods, testPrintMessage() testSalutationMessage(), and initEnvironmentTest() to your test class, and add them to the group "init".
* Add the attribute **dependsOnMethods = {"init.\*"}** to the @Test annotation of **testSalutationMessage()** method.

Create a java class file named **DependencyTestUsingAnnotation.java** in **/work/testng/src**.

import org.testng.Assert;

import org.testng.annotations.Test;

public class DependencyTestUsingAnnotation {

String message = "Manisha";

MessageUtil messageUtil = new MessageUtil(message);

@Test(groups = { "init" })

public void testPrintMessage() {

System.out.println("Inside testPrintMessage()");

message = "Manisha";

Assert.assertEquals(message, messageUtil.printMessage());

}

@Test(dependsOnGroups = { "init.\*" })

public void testSalutationMessage() {

System.out.println("Inside testSalutationMessage()");

message = "Hi!" + "Manisha";

Assert.assertEquals(message, messageUtil.salutationMessage());

}

@Test(groups = { "init" })

public void initEnvironmentTest() {

System.out.println("This is initEnvironmentTest");

}

}

In this example, testSalutationMessage() is declared as depending on any group, matching the regular expression "init.\*", which guarantees that the methods testPrintMessage() and initEnvironmentTest() will always be invoked before testSalutationMessage().

If a method depended upon fails, and you have a hard dependency on it (alwaysRun=false, which is the default), the methods that depend on it are not marked as FAIL but as SKIP. Skipped methods will be reported as such in the final report (in a color that is neither Red nor Green in HTML), which is important since skipped methods are not necessarily failures.

### Create testng.xml

Create testng.xml in **/work/testng/src** to execute test case(s).

<?xml version = "1.0" encoding = "UTF-8"?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd" >

<suite name = "Suite1">

<test name = "test1">

<classes>

<class name = "DependencyTestUsingAnnotation" />

</classes>

</test>

</suite>

Compile the MessageUtil, Test case classes using javac.

/work/testng/src$ javac MessageUtil.java DependencyTestUsingAnnotation.java

Now, run the testng.xml, which will run the *testSalutationMessage()* method only after the execution of *initEnvironmentTest()* method.

/work/testng/src$ java org.testng.TestNG testng.xml

Verify the output.

This is initEnvironmentTest

Inside testPrintMessage()

Manisha

Inside testSalutationMessage()

Hi!Manisha

===============================================

Suite1

Total tests run: 3, Failures: 0, Skips: 0

===============================================

## *dependsOnGroups* Vs *dependsOnMethods*

* On using groups, we are no longer exposed to refactoring problems. As long as we don’t modify the dependsOnGroups or groups attributes, our tests will keep running with the proper dependencies set up.
* Whenever a new method needs to be added in the dependency graph, all we need to do is put it in the right group and make sure it depends on the correct group. We don’t need to modify any other method.

**24.What are the different ways to produce reports for TestNG results**?

* [Method-1: emailable-report.html](https://www.guru99.com/testng-report.html#7)
* [Method-2: index.html](https://www.guru99.com/testng-report.html#8)
* [Method-3: Reporter Class](https://www.guru99.com/testng-report.html#9)

**25.How to write regular expression in testng.xml file to search @Test methods containing “smoke” keyword.**

**27.What does the test timeout mean in TestNG?**

The timeOut is **a helper attribute in TestNG that can put an end to the execution of a test method if that method takes time beyond the timeOut duration**. A timeOut time is set in milliseconds, after that the test method will be marked Failed.

**28.What are @Factory and @DataProvider annotation?**

@DataProvider gives you the power to run a test method with different sets of data, and @Factory gives you the power to run all methods inside a test class with different sets of data.